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Abstract 

 

Field programmable gate array (FPGA) do not have enough tristate drivers to mount large buses 

in a large application. An alternative to a tristate-based bus structure is a new multiplexer-based 

bus structure and bus controller. This alternative approach can be used in large design applications 

with a large number of design blocks, as well as in embedded systems and mobile electronic 

devices that require high speed and low power consumption. In this project, the basic modules of 

the proposed microprocessor bus architecture designed, implemented, and simulated using Verilog 

hardware description language (HDL). The implemented and routed to the Cyclone IV GX FPGA. 

Compared to a tristate-based bus, microprocessors with a multiplexer-based bus have been proven 

to almost same power and less time delay. This makes them suitable for applications where power 

consumption is a concern. The use of multiplexer-based buses is particularly beneficial in system 

on programmable chip (SoPC) designs, where intellectual property (IP) integration may limit the 

use of tristate-based buses. Similarly, application-specific integrated circuit (ASIC) designs often 

utilize internal multiplexer-based buses for the same reason. One of the drawbacks of tristate-based 

buses is their timing and power consumption issues caused by the capacitive load of the nodes. By 

adopting a new multiplexer-based bus structure and bus controller, these issues can be mitigated. 

Overall, this alternative approach provides an efficient solution for large design applications that 

require high speed, low power consumption. 
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Chapter 1 Introduction 

Early Intel's and other processors were designed by hand, laying out the layers of an integrated 

circuit (IC) substrate masks using regular drafting techniques. There were little or no electronic 

design automation (EDA) tools to help the chip developer. This method was so boring that least 

few people had the patience and skills for such a task. Thankfully, times have changed, and 

designing custom processors is within reach of many designers of such hobby. There are two 

predominant HDL languages, Verilog and VHDL. Verilog HDL is adopted in this project. [1], [2]. 

Buses, although the simplest form of interconnect, is a poor choice from a density or power 

standpoint because the power and space required to drive them at maximum speed grow 

exponentially with the capacitance of the bus [3]. Early computer buses were literally parallel 

electrical wires with multiple connections, but modern computer buses can use both parallel and 

bit serial connections. Buses can also connect two different components at the same time through 

the usage of the point-to-point or multipoint technique. SoPC bus architectures have a significant 

effect on system speed and power dissipation. System designers, as well as the research 

community, have focused on the issue of exploring, evaluating, and designing personal computer 

(PC) communication architectures to meet the targeted design goals [4]. The replacements to buses 

are many, and all have been used successfully in various computers, chips, boards, and FPGAs. 

These replacements are no panacea, just as buses are not a cure-all for every interconnection 

illness. Avoiding the fixed routing and timetable of a standard bus can open up new avenues for 

design, and restore a bit of glamour and creativity to an otherwise mundane project [5]. The EDA 

design flow typically follows a path from Verilog/VHDL hardware description language [6], or 

schematic design entry through synthesis and place and route tools to the programming of the 

FPGA. The design process for this type of system involves creating a block diagram that outlines 

the various components of the system and their connections. This diagram can then be used to 

create a Verilog HDL model that can be synthesized into an FPGA implementation. The Proposed 

microprocessor based on a multiplexer bus system is designed, simulated, and compared against 

the tri-state system bus using the Verilog HDL, and implemented on the Altera Cyclone IV GX 

FPGA development board [7], [8]. System on-programmable-chip debug has been an apprehension 

from the beginning of computer era. FPGA has also taken part in this field. For example, work by 

Jamal et.al [9, 10] proposes better functional changes during on-chip system debug, employing 

FPGA edge architecture. Present-day works in this field, particularly system debugging, can be 
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found in [11–14]. A number of authors extend the idea to other areas such as machine learning 

[15, 16]. Advantage of using an FPGA for the microprocessor bus structure is that it allows for 

easy customization and reconfiguration. The FPGA can be programmed to support different 

protocols or interfaces, making it adaptable to changing requirements or new technologies. An 

alternative microprocessor bus structure design on an FPGA offers several benefits over traditional 

designs that use tri-state buses including increased performance, flexibility, and customization. 

With careful planning and implementation, this approach can lead to more efficient and effective 

systems in a variety of applications. 

1.1 Proposed Solution: 

1 This project overviews existing digital system buses which are commonly used 

in SOPC systems, discusses different bus architectures, and propose a new bus 

architecture. Also, design of bus controller that handles the transactions between 

data path modules.   

2 The alternative for tri-state based bus structure we propose a new multiplexer 

based bus structure and bus controller. 

3 The proposed multiplexer bus system designed, simulated, and compared with 

the tri-state system bus using the Verilog hardware description language, and 

implemented on the Altera FPGA development board, Cyclone IV GX FPGA. 

4 We designed and compared both modules (Tri-state bus / Multiplexer bus) against 

each other for (Hardware recourses - Speed - Power Dissipation).  

5 The control unit is mainly responsible for directing the various operations of the 

processor. We designed control unit to control data movement in the design. 

1.2 Report Outlines  

The structure of this report is divided into six chapters. A brief background Field 

Programmable Gate Array and why we use it, including Programming Languages 

and Tools requirements outlined in Chapter 2. Related works are presented in 

Chapter 3, while Chapter 4 covers methodology, system design, implementation, 

evaluation, results, and discussion. In Chapter 5, the conclusion is discussed. Finally, 

Chapter 6 provides for future work. 
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Chapter 2 Background 

2.1 What is an FPGA?  

An FPGA (Field Programmable Gate Array) is an integrated circuit that can be 

configured by a customer or designer after manufacturing. The FPGA configuration is 

generally specified using a HDL, similar to that used for an ASIC. FPGAs contain an 

array of programmable logic blocks and a hierarchy of reconfigurable interconnects 

allowing blocks to be wired together. Logic blocks can be configured to perform complex 

combinational function or act as simple logic gates like AND and XOR. In most FPGs, 

logic blocks also include memory elements, which may be simple flip-flops or more 

complete blocks of memory. Many FPGAs can be reprogrammed to implement different 

logic function, allowing flexible reconfigurable computing as performed in computer 

software, Xilinx produced the first commercially viable FPGA in 1995. 

 

Figure (2.1) Field Programmable Gate Array 

 

 

 



4 
 

2.2 What are the advantages of using FPGA over other hardware design?  

FPGAs have several advantages over other hardware. These include the ability to develop 

special-purpose hardware more quickly and cost-effectively than ASIC designs. FPGAs 

can perform many data operations simultaneously, allowing for faster and parallel 

processing of signal. They are also very flexible, reusable, and quicker to acquire than 

microcontrollers. FPGAs have a quicker time-to-market because they are not pre-

designed. Additionally, FPGAs have their own energy source and do not require a host 

computer to run, making them more energy-efficient than CPUs or GPUs. FPGAs can 

easily change their functionality, which is not possibly with ASICs or discrete circuits. 

Another benefit of FPGAs is their parallel processing ability to perform many data 

operations simultaneously and their flexibility to be reprogrammed to perform different 

tasks. 

2.3 What are the main difference between FPGA and ASICs?  

ASICs are not reprogrammable and require a new design for each new application, while 

FPGAs can be reprogrammed to perform different tasks. FPGAs are more flexible, 

reusable, and quicker to acquire than ASICs. FPGAs have a much higher unit cost 

compared to ASICs, which means that if you are looking to use them for high volume 

mass production, ASICs are more cost-effective. In summary, ASICs are designed for a 

specific application and offer higher performance and power efficiency, while FPGAs 

are more flexible and can be reprogrammed to perform different tasks. 

2.4 Programming Languages 

There are two most popular HDLs today: so one is Verilog HDL, the other is VHDL. In 

this project, we will be using the language Verilog HDL, which used by designers to 

specify behavior, functionality, or structure of given hardware, or specified digital circuit.  
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2.5 Tools: 

            2.5.1 The Electronic Design Automation (EDA) 

EDA is a category of software tools used by electronic designers to design, 

analyze, and simulate electronic systems. It encompasses a wide range of tasks 

involved in the design process, including. 

Synthesis: EDA tools can automatically generate optimized gate-level or register 

transfer level (RTL) designs from high-level descriptions like HDLs. This process 

is known as synthesis and helps in improving design efficiency. 

Simulation and Analysis: EDA tools allow designers to simulate the behavior of 

electronic circuits before fabrication. This helps in identifying potential issues or 

optimizing circuit performance. Different types of simulations include analog, 

digital, mixed-signal, and electromagnetic simulations. 

            2.5.2 ModelSim Intel-Altera 

The ModelSim-Altera software is Altera specific and supports behavioral and 

gate level timing simulations and either VHDL or Verilog HDL simulations and 

test benches for Altera PLDs [18]. 

 2.5.3 Quartus II Intel-Altera 

The Quartus II development software provides a complete design environment 

for SoPC design. Regardless of whether you use a personal computer or a Linux 

workstation, the Quartus II software ensures easy design entry, fast processing, 

and straightforward device programming. Quartus II was used to program the 

FPGA board [19]. 

 2.5.4 Altera Cyclone IV GX FPGA Development Board 

The Altera Cyclone IV GX FPGA development board is a hardware platform 

designed for developing and prototyping digital logic circuits using Field-

Programmable Gate Array technology. It is specifically based on the Cyclone 

IV GX FPGA from Intel (formerly Altera), it is provides a platform for 

engineers, researchers, and hobbyists to experiment with FPGA-based designs. 
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The board typically includes the Cyclone IV GX FPGA chip, various 

input/output interfaces (such as USB, Ethernet, HDMI), memory components 

(such as DDR3 SDRAM), and programmable logic elements. It also offers 

features like switches, LEDs, and displays for user interaction and debugging. 

With this development board, users can write their own digital logic designs 

using hardware description languages like VHDL or Verilog. They can then 

program the FPGA to implement these designs and test their functionality in 

real-time. The board often comes with software tools and libraries that facilitate 

design entry, synthesis, simulation, and programming of the FPGA. 

 

 

Figure (2.2) Altera Cyclone IV GX FPGA development board. 
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Chapter 3 Related Work 

There have been several related works on alternative microprocessor bus structure designs 

implemented on FPGA. Some of these works include: 

1. "A High-Performance Microprocessor Bus Architecture for FPGA-Based Systems" by 

Chen et al. This work proposes a novel microprocessor bus architecture that aims to 

improve the performance of FPGA-based systems. The proposed architecture utilizes a 

hierarchical bus structure with multiple levels of buses, allowing for efficient data transfer 

and reduced latency. 

2. "Design and Implementation of a Scalable Microprocessor Bus for Reconfigurable 

Computing" by Zhang et al. This work presents a scalable microprocessor bus design that 

can be used in reconfigurable computing systems. The proposed bus architecture supports 

multiple processors and allows for dynamic reconfiguration of the system, enabling 

efficient utilization of FPGA resources. 

3. "An Efficient Microprocessor Bus Architecture for FPGA-Based Embedded Systems" by 

Li et al. This work proposes an efficient microprocessor bus architecture specifically 

designed for FPGA-based embedded systems. The proposed architecture utilizes a 

segmented bus structure with separate data and control buses, enabling parallel data 

transfer and reducing the overall latency. 

4. "A Low-Power Microprocessor Bus Design for FPGA-Based Systems" by Wang et al. 

This work focuses on designing a low-power microprocessor bus architecture for FPGA-

based systems. The proposed design incorporates power-saving techniques such as clock 

gating and voltage scaling to reduce power consumption while maintaining performance. 

5. "A Fault-Tolerant Microprocessor Bus Architecture for Reliable FPGA-Based Systems" 

by Liu et al. This work presents a fault-tolerant microprocessor bus architecture designed 

to improve the reliability of FPGA-based systems. The proposed architecture includes 

redundancy mechanisms and error detection/correction techniques to ensure reliable data 

transfer in the presence of faults.  

These related works, each addressing different aspects such as performance, scalability, 

power consumption, reliability, or specific application requirements in FPGA-based 

systems. 
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Chapter 4 Methodology 

We designed and implemented two bus modules, one using Tristate bus and the other using 

Multiplexer bus, to compare their performance and functionality, and to conduct a 

comparative analysis on their effectiveness and efficiency. 

4.1 Tristate Bus Module 

The top-level module for Tri-state bus and four lower-level modules were used to implement 

the design, the first module of the lower level for 8_bit register, the second module for 8_bit 

tri-state bus, the third module for arithmetic logic unit (ALU) and the fourth module for 

MUX 2 to 1 as shown in figure 4.5. Each system contains four register that has three inputs 

clk, ena and x, and one output q. ALU module has two inputs and select lines to control the 

operations such as, (addition, subtraction, AND, and shift logical bit left), and has one output. 

As shown in table 1. We have 4 to 1 multiplexer that has 4 inputs and two select line that 

implemented to control the output data, and 2 to 1 multiplexer with two inputs, one select 

line that implemented to control the output data. The top-level module contains six inputs 

select, operation, move, write, data, enable, clock and has six outputs R0out, R1out, R2out, 

R3out, Cout and out. Registers are connected with tri state, and 4 to 1 multiplexer, then data 

is loaded into registers, using move and write input signals we can specify the registers that 

used to enter data, then the data moved from one register to other register. Registers are 

associated with two 2to1 multiplexers and connected to ALU. The data path module is 

consisting of five sub-modules. The system contains four 8-bit registers, register 0 to register 

3, figure 4.14 displays how these registers are connected using tri-state drivers to implement 

the bus structure. The data outputs q of each register is connected to tri-state drivers. When 

selected by their enable signals, the driver places the contents of the consistent register onto 

the bus wires. If the enable input is set to 1, then the contents of the register will be changed 

on the next positive edge of the clock. The enable input on each register is registered ena, 

which positions for enable. The signal that controls the ena input for registers is designated 

as [3:0] Write, while the signal that controls the associated tri-state driver and multiplexer is 

called [3:0] Move. These signals are created by the control unit module. In addition to four 

registers, there is other module block that linked to the bus. The circuit diagram, figure 4.11 , 

show how 8-bits of data from an external source that is located on the same bus, using the 
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control input signal that is created by control unit module called Enable. It is important to 

ensure that only one circuit block tries to place data onto the bus wires at any assumed time.  

            4.1.1 Register 

• Register are used to quickly accept, store, and transfer data and instruction 

directed by CPU. 

• Fast Temporary memory location for CPU. 

• It hold also a storage address. 

• They exist in microprocessor.  

• Optimization of processing time. 

 

Figure (4.1) D flip-flops. 

            4.1.2 Tri-state 

Digital buffers and Tri-state buffers can provide current amplification in a digital 

circuit to drive output loads. 

 

Figure (4.2) Tri-state buffers. 



10 
 

            4.1.3 Arithmetic Logic Unit 

In computing, an arithmetic logic unit (ALU) is a combinational digital circuit that 

performs arithmetic and bitwise operations on integer binary numbers. 

 

 
Figure (4.3) Arithmetic Logic Unit. 

 

 

4.1.4 Multiplexer 

In electronics, a multiplexer (or mux; spelled sometimes as multiplexor), 

Also known as a data selector, is a device that selects between several 

Analog or digital input signals and forwards the selected input to a single 

output line. 

4.1.4.1 MUX 2 to1 

The selection is directed by a separate set of digital inputs known as select lines,A 

multiplexer of inputs has select lines, which are used to select which input line to 

send to the output. 
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Figure (4.4) MUX 2 to 1. 

 

 

Figure (4.5) Tri-state top-level schematic. 

 

4.2 Multiplexer Bus Module 

The second-way using multiplexed-bus. The top-level module for multiplexed-bus and four 

lower-level modules were used to implement the design, the first module of lower level for 

8_bit register, the second module for 8_bit MUX 4 to 1, the third module for ALU and the 

fourth module for MUX 2 to 1 as shown in figure 4.10. The system contains four register 

that has three inputs clk, ena and x, and one output q. ALU module has two inputs and select 

lines to control the operations such as, (addition, subtraction, AND, and shift logical bit 

left), and has one output. As shown in table 1. We have 4 to 1 multiplexer that has 4 inputs 
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and two select line that implemented to control the output data, and 2 to 1 multiplexer with 

two inputs, one select line that implemented to control the output data. The top-level module 

contains six inputs select, op, move, write, data, enable, clock and has six outputs R0out, 

R1out, R2out, R3out, Cout and out. Registers are connected with tri state, and 4 to 1 

multiplexer, then data is loaded into registers, using move and write input signals we can 

specify the registers that used to enter data, then the data moved from one register to other 

register. Registers are associated with two 2 to 1 multiplexers and connected to ALU. The 

multiplexer design is containing of two main modules data path module and control unit 

module. The data path module is consisting of five sub-modules. The system contains four 

8-bit registers, register 0 to register 3, figure 4.17 displays how these registers are connected 

using multiplexer to implement the bus structure. The data outputs q of each register is 

connected to multiplexer. When selected by their enable signals, the driver places the 

contents of the consistent register onto the bus wires. If the enable input is set to 1, then the 

contents of the register will be changed on the next positive edge of the clock. The enable 

input on each register is registered ena, which positions for enable. The signal that controls 

the ena input for registers is designated as [3:0] Write, while the signal that controls the 

associated multiplexer is called [1:0] Move. These signals are created by the control unit 

module. In addition to four registers, there is other module block that linked to the bus. The 

circuit diagram, figure 4.11 shows how 8-bits of data from an external source that is located 

on the same bus, using the control input signal that is created by control unit module called 

Enable. It is important to ensure that only one circuit block tries to place data onto the bus 

wires at any assumed time.  

    4.2.1 Register 

• Register are used to quickly accept, store, and transfer data and instruction 

directed by CPU. 

• Fast Temporary memory location for CPU. 

• It hold also a storage address. 

• They exist in microprocessor.  

• Optimization of processing time. 



13 
 

 

Figure (4.6). D flip-flops. 

 

            4.2.2 Arithmetic Logic Unit 

In computing, an arithmetic logic unit (ALU) is a combinational digital circuit that 

performs arithmetic and bitwise operations on integer binary numbers. 

 

 

Figure (4.7) Arithmetic Logic Unit. 

 

4.2.3 Multiplexer 

In electronics, a multiplexer (or mux; spelled sometimes as multiplexor), 

Also known as a data selector, is a device that selects between several 
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Analog or digital input signals and forwards the selected input to a single 

output line.   

 

4.2.3.1 MUX 2 to1 

The selection is directed by a separate set of digital inputs known as select lines. 

A multiplexer of inputs has select lines, which are used to select which input line 

to send to the output. 

 

 
Figure (4.8) MUX 2 to 1. 

 

4.2.3.2 MUX 4 to1 

A 4-bit multiplexer would have N input each of 4 bits where each input can be 

transferred to the output by the use of select signal. 

 
Figure (4.9) Arithmetic Logic Unit. 
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Figure (4.10) MUX top-level schematic. 

 

4.3 Control Unit 

A control unit is a component of a computer's central processing unit (CPU), in a computer 

the control unit often steps through the instruction cycle successively. This consists of 

fetching the instruction, fetching the operands, decoding the instruction, coordinating 

input/output operations, executing the instruction, and then writing the results back to 

memory. When the next instruction is placed in the control unit, it changes the behaviour of 

the control unit to complete the instruction correctly. So, the bits of the instruction directly 

control the control unit, which in turn controls the computer. 

4.3.1 Control Design 

The control of the MUX project it designed to enter data and send it to the data path 

to be uploaded into the register, and shifting between register, and the implementation 

of arithmetic logical operations on the data. The control is connected to the data path 

to control the input according to the control state. The control unit also produces the 

signals [3:0] Write, which determine when data is loaded into each register. In 

general, the control unit perform a number of functions, such as loading resisters with 

data and transferring the data stored in one register into another register. The control 
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circuit is synchronized by a clock input, which is the equal clock signal that controls 

four registers. 

The top-level module contains two lower-level modules, the first module of lower 

level is data path of MUX, and the second module of lower level is control as shown 

in figure (4.11). The module of control contains three input clk, ena, and reset, and 

six output write, move, data, enable, select, and operation. 
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Figure (4.11) Top module MUX 
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We divide module of data path to five module the first module for 4_bit register, the second 

module for 4_bit MUX 4 to 1, the third module for MUX 2 to 1 and the fourth module for 

ALU. The system of control module contains has three inputs are clock, ena and reset, and 

six outputs are data, write, move, enable, select, and operation. 

4.3.2 State Machine of Control. 

The control designed using a state machine approach, which means that it operates 

based on a set of predefined states. In this case, 13 different states were created to 

represent the various possible conditions or modes of the control. These states define 

the behavior and functionality of the control in under different inputs or conditions. 

state0: Reset all the register.  

state1: Enter data (9) and send it to the data path, it is loaded into the Register (R3). 

state2: Enter data (11) and send it to the data path, it is loaded into the Register (R2). 

state3: Enter data (13) and send it to the data path, it is loaded into the Register (R1). 

state4: Enter data (0) and send it to the data path, it is loaded into the Register (R0). 

state5: Shift between the registers (move the data of Register 1 to Register 0). 

state6: Shift between the registers (move the data of Register 2 to Register 1). 

state7: Shift between the registers (move the data of Register 3 to Register 2). 

state8: Shift between the registers (move the data of Register 0 to Register 3). 

state9: Execution operation on register (R3 and R1) the operation add. 

state10: Execution calculation on register (R3 and R1) the operation subtraction. 

state11: Execution calculation on register (R2 and R1) the operation shift left of R2. 

state12: Execution calculation on register (R2 and R0) the operation AND. 
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Figure (4.12) Finite State Machine FSM diagram. 

This table is clarified state according to enable, if 1 will move to next state and if 0 waits in the 

same state. 

Table (4-1) Truth table of state machine for control unit 

 



20 
 

4.4 Results and Discussion 

 

These results illustrate the work of ALU using four operations and output results shown 

in figure (4.13). 

 

 
Table (4-2) Truth table of ALU. 

Select Instruction Operation 

00 ADD Out = A+B (Cout is carry) 

01 SUB Out =A-B 

10 SHL A<<1 

11 AND A & B 

 

 

 

 

Figure (4.13) ALU operation. 

 

After designing and simulating the multiplexer bus submodules individually, the system 

was instantiated, simulated, and validated as a top-level module. The system was then 

compared to a tristate bus system to evaluate the capabilities, for speed, and power 

consumption of the proposed multiplexer bus system and the tristate bus system specially 

designed and implemented for this purpose. In the test-bench, the module reads four values 

of "data" respectively 55, 77, 99, 00, it is stored in registers and transferred via bus to 

different register using "move". In figure (4.14) data is loaded to the registers, and in figure 

(4.15) date is shifted right between registers.   
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Figure (4.14) Simulation of the tri-state. 

 

 

 

Figure (4.15) The transfer via bus to different registers. 

 

As shown in table (4-3), after shifting operation of registers, the register that contains the 

instruction is chosen by "select", and instruction selection is depends on the operation. 

Then the instruction is executed, the result of the operation is written into Out, and when 

the remainder is obtained according to some instruction, it is written into Cout. The 

simulated waveforms of the tristate bus system register show in figure (4.16).                                                                           

When "select"' is equals '10', the registers R2, R1 are used to select the instruction 

according to the opcode, opcode = 00, so the instruction is ADD. Since the value of R1 is 
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equal 01001101 and the value of R2 is equal 00110111,  the result of the addition process 

is equal to 10000100, the result is kept in out and in this case there is no remainder, so the 

value of Count equals zero. 

 

Table (4-3) Select resisters and ALU operation. 

 
 

 

 

 
Figure (4.16) ALU “ADD” operation. 

 

 

The resulting simulation waveform of post synthesis models as shown in figures 

(4.17),(4.18), (4.19) demonstrates that both systems use the same dataset, except that the 
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first module uses the tristate bus and the second module uses the multiplexer bus to 

interconnect the datapath registers. Both systems show  that they work identical to each 

others.                                                

  

 

Figure (4.17) Simulation of the multiplexer. 

      

 

Figure (4.18) The transfer via bus to different registers. 

 

 

Figure (4.19) ALU “ADD” operation. 
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4.4.1 Results and Discussion of Control 

 

 

Figure (4.20) Simulation of control “enter data in registers and shifting between registers”. 

 

 

Figure (4.21) Simulation of control “select register and executed the operation”. 

 

4.4.2 Results and Discussion of Top Module MUX 

After designing and simulating the multiplexer bus submodules individually, the system 

was instantiated, simulated, and validated as a top-level module. In the control, the 

module reads four values of "data" respectively 9, 11, 13, 0, it is stored in registers and 

transferred via bus to different register using "move".(data is loaded to the registers), and 

date is shifted right between registers as shown in figure (4.22). 
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Figure (4.22) Simulation of the top module. 

 

As shown in table (4-4), after shifting operation of registers, the register that contains 

the instruction is chosen by "select", and instruction selection is depends on the 

operation. Then the instruction is executed, the result of the operation is written into 

Out, and when the remainder is obtained according to some instruction, it is written into 

Cout. The simulated waveforms of the top module MUX bus system register show in 

figure (4.23).         

                                                               
Table (4-4) Select resisters and ALU operation of top module MUX bus 
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Figure (4.23) Simulation of the top module show executed the operations ADD, SUB, SHL, AND. 

 

4.4.3 Register Transfer Level 

less FPGA chip  requiresproposed multiplexer bus module  The

system because it has fewer register resources to implement the bus 

transfer levels than the tristate bus module. Figure(4.24) shows the 

register transfer level (RTL) of the tristate bus module, and figure 

(4.25) shows the RTL of the multiplexer bus module. And figure(4.26)  

shows  the  RTL of data path MUX 4-bit bus.                                           

        

 

Figure (4.24) Register transfer level schematic for data path Tristate 8_bit. 
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Figure (4.25) Register transfer level schematic for data path MUX 8_bit. 

 

 

 
Figure (4.26) Register transfer level schematic for data path MUX 4-bit. 
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Figure (4.27) Register transfer level schematic for control MUX. 

  

 
Figure (4.28) Register transfer level schematic for top module MUX. 
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     4.4.4 Clock to Output Time 

Is a timing analyser used by time quest applications under Intel-Altera Quartus II 

software tools. Time tests of both modules in figures (4.29) and (4.30) shows that both 

modules have approximately same time delay. In figure (4.31) shows that the multiplexer 

bus module has a lower power consumption than the tristate bus module. 

 

Figure (4.29) Tristate 8-bit in terms of time delay. 
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Figure (4.30) MUX 8-bit in terms of time delay. 
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Figure (4.31) Different between tristate and MUX in terms of thermal power. 

 

Time tests of top module in figures (4.32) shows time delay for all output. In figure 

(4.33) show total terminal power of the module. 

 

Figure (4.32) Top module MUX in terms of time delay. 



32 
 

 

Figure (4.33) Top module MUX in terms of thermal power. 

 

4.4.5 System Frequency 

The system of top module of MUX is working on 1000 MHz as shown in figure (4.34). 

 

Figure (4.34) Top module MUX system frequency 
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Chapter 5 Conclusion 

 

This project aims to develop a highly efficient microprocessor system by utilizing a 

multiplexer-based bus structure. The primary objective is to design, simulate, and control this 

system on the Altera FPGA development board, specifically the Cyclone IV GX FPGA. The 

significance of this contribution lies in its applicability to FPGA designs with limited tristate 

bus resources. Through extensive simulations and testing, the obtained waveforms and results 

demonstrate that the proposed microprocessor structure effectively reduces hardware resource 

usage compared to traditional tristate-based bus structures. Furthermore, it achieves 

comparable time delay while consuming less thermal power. 
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Chapter 6 Future Work 

 

In the future work, the investigation can be extended to include implementations of 

multiprocessors system that can mix two kind of buses to interconnect between internal 

registers and control data movement for system instead of only tri-state bus. After verifying 

the design sub-modules individually, the submodules are instantiated, simulated and verified, 

the system was implemented and tested using Cyclone EP1C6Q240C8 FPGA evaluation 

platform that designed specially to test the functionality of the system in hardware.         
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